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1. **101 - The Blocks Problem**

Time limit: 3.000 seconds

|  |
| --- |
| **The Blocks Problem** |

## Background

Many areas of Computer Science use simple, abstract domains for both analytical and empirical studies. For example, an early AI study of planning and robotics (STRIPS) used a block world in which a robot arm performed tasks involving the manipulation of blocks.

In this problem you will model a simple block world under certain rules and constraints. Rather than determine how to achieve a specified state, you will ``program'' a robotic arm to respond to a limited set of commands.

## The Problem

The problem is to parse a series of commands that instruct a robot arm in how to manipulate blocks that lie on a flat table. Initially there are *n* blocks on the table (numbered from 0 to *n*-1) with block *bi* adjacent to block *bi*+1 for all![$0 \leq i < n-1$](data:image/gif;base64,R0lGODlhagAfAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAABqAB8AQAT+cMlJq7046827pwHwTIyDGUwRdM8gcEjBIFqiPE0iCMS3CQANISAw+DiP3kcwwBAaE0LySK1ar9gs5bFLKD/QDFFL1jQUmNBIUtIIHIPvSXQhvHkfR0KCAIS1QGWCg4SFhoeIiYpYBy8SADQbBgMHkWUtixaBF0BrCwxBFQ8HCn8/AX0YLQWWbgEPAEYLBY6AoRcOjgR0HEOkGAxFTRkECY2mFn1KkAZotlgIDNLT08OZ19jZ2tvc3d7f4OHi4wsxPQEMHw8KBRoDzuRbCg63FQaQEwXWFw0DBXuCJrHatkkTr0/1JPRz0EpInIT2UjS0QOAGAAZQVJQpWKETCYhsEhLoQ3bBAAEG+yaEmJjBpIB2CxocnBCNGrWUFDhSkAlwwS8hCXKRnPCmmBNjAoba48UATU8sOnc6SKKglgdZFt4xkJMhaFIMCtJJaBQnC5cCAKoq3SDlgdu3brHGm0u3rt27ePPq3cu375UIADs=) as shown in the diagram below:

|  |
| --- |
| \begin{figure} \centering \setlength{\unitlength}{0.0125in} % \begin{picture} (2... ...raisebox{0pt}[0pt][0pt]{$\bullet \bullet \bullet$ }}} \end{picture} \end{figure} |

**Figure:** Initial Blocks World

The valid commands for the robot arm that manipulates blocks are:

* move *a* onto *b*

where *a* and *b* are block numbers, puts block *a* onto block *b* after returning any blocks that are stacked on top of blocks *a* and *b* to their initial positions.

* move *a* over *b*

where *a* and *b* are block numbers, puts block *a* onto the top of the stack containing block *b*, after returning any blocks that are stacked on top of block *a*to their initial positions.

* pile *a* onto *b*

where *a* and *b* are block numbers, moves the pile of blocks consisting of block*a*, and any blocks that are stacked above block *a*, onto block *b*. All blocks on top of block *b* are moved to their initial positions prior to the pile taking place. The blocks stacked above block *a* retain their order when moved.

* pile *a* over *b*

where *a* and *b* are block numbers, puts the pile of blocks consisting of block *a*, and any blocks that are stacked above block *a*, onto the top of the stack containing block *b*. The blocks stacked above block *a* retain their original order when moved.

* quit

terminates manipulations in the block world.

Any command in which *a* = *b* or in which *a* and *b* are in the same stack of blocks is an illegal command. All illegal commands should be ignored and should have no affect on the configuration of blocks.

## The Input

The input begins with an integer *n* on a line by itself representing the number of blocks in the block world. You may assume that 0 < *n* < 25.

The number of blocks is followed by a sequence of block commands, one command per line. Your program should process all commands until the quit command is encountered.

You may assume that all commands will be of the form specified above. There will be no syntactically incorrect commands.

## The Output

The output should consist of the final state of the blocks world. Each original block position numbered *i* ( ![$0 \leq i < n$](data:image/gif;base64,R0lGODlhTAAfAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAABMAB8AQAT+cMlJq704681XAM/EOJnBFAH3DEKHFAySJcrTJIJAYEQgGJ3g4rETLgSDC6ExIRCN0Kg0+MglikYmxjeVfkKS0UbgGGAvBhCPrAs6EhIEQNut2+/4vH7PxxxaEgAyHAYDB4N5K10CamEAFw8HCnQaAgFyGSsFiBmWDwBACwWAFQ6ABI0cPZIXDD9JGgQJf5QVckWCBgpTCAy+v7+wfcPExcbHyMnKy8zNEy87AQxGDwoFGQO7ymmIBcIYDQMFcHqFm4upDI8W4Q6cGQRm6yUn7xUENQAMTCgWjGAL1M3wVsuCAQIMvlH4YA/DQQHXFjRINWEiuQWsNsgyVVACGVk48GYJ6EghDRgGuy5WdEBEASkhoSpkY3BGQwKOFxRMk/DHzBQnD4IKDRrTmdGjSJMqXcq0qdNjEQAAOw==) where *n* is the number of blocks) should appear followed immediately by a colon. If there is at least a block on it, the colon must be followed by one space, followed by a list of blocks that appear stacked in that position with each block number separated from other block numbers by a space. Don't put any trailing spaces on a line.

There should be one line of output for each block position (i.e., *n* lines of output where*n* is the integer on the first line of input).

## Sample Input

10

move 9 onto 1

move 8 over 1

move 7 over 1

move 6 over 1

pile 8 over 6

pile 8 over 5

move 2 over 1

move 4 over 9

quit

## Sample Output

0: 0

1: 1 9 2 4

2:

3: 3

4:

5: 5 8 7 6

6:

7:

8:

9:

### 674 - Coin Change

### Time limit: 3.000 seconds

|  |
| --- |
| **Coin Change** |

Suppose there are 5 types of coins: 50-cent, 25-cent, 10-cent, 5-cent, and 1-cent. We want to make changes with these coins for a given amount of money.

For example, if we have 11 cents, then we can make changes with one 10-cent coin and one 1-cent coin, two 5-cent coins and one 1-cent coin, one 5-cent coin and six 1-cent coins, or eleven 1-cent coins. So there are four ways of making changes for 11 cents with the above coins. Note that we count that there is one way of making change for zero cent.

Write a program to find the total number of different ways of making changes for any amount of money in cents. Your program should be able to handle up to 7489 cents.

## Input

The input file contains any number of lines, each one consisting of a number for the amount of money in cents.

## Output

For each input line, output a line containing the number of different ways of making changes with the above 5 types of coins.

## Sample Input

11

26

## Sample Output

4

13

Miguel Revilla   
2000-08-14

### 572 - Oil Deposits

### Time limit: 3.000 seconds

|  |
| --- |
| **Oil Deposits** |

The GeoSurvComp geologic survey company is responsible for detecting underground oil deposits. GeoSurvComp works with one large rectangular region of land at a time, and creates a grid that divides the land into numerous square plots. It then analyzes each plot separately, using sensing equipment to determine whether or not the plot contains oil.

A plot containing oil is called a pocket. If two pockets are adjacent, then they are part of the same oil deposit. Oil deposits can be quite large and may contain numerous pockets. Your job is to determine how many different oil deposits are contained in a grid.

## Input

The input file contains one or more grids. Each grid begins with a line containing *m* and*n*, the number of rows and columns in the grid, separated by a single space. If *m* = 0 it signals the end of the input; otherwise ![$1 \le m \le 100$](data:image/gif;base64,R0lGODlhZQAeAIAAAAAAAP///yH5BAEAAAEALAAAAABlAB4AQALCjI+py+0PozQAtFontgFTnmxTB5JIlh3pyLbuC8fyTJOrVtbLrXont0rxfrhh7/jpQESXXBAIMuqm1Kr1is1qaVKFL/tthohKpDd3RouTFEf4cYtb5On3kvHsqd27TRT1N7e3RVhoeIiYqLjIWNYIg8akN2hStGVHZib0h0dp4/khCEUpCVdCR9fXBDqpqYbpdipbyXYWARvCSbt6O3uUajsCmxfKarPmWtv1aGW0vOTnNxUtzWx9jZ2tvc3d7f3dXQAAOw==) and ![$1 \le n \le 100$](data:image/gif;base64,R0lGODlhYAAeAIAAAAAAAP///yH5BAEAAAEALAAAAABgAB4AQAK4jI+py+0P4wPAUSpvDVhpeXTcZmDiCKbqyrbuC8fhxZ5ySSbfjPMoY5vQFiITZNc4FTfLm/MJjUqn1OotmMTChkJErvPNecVErYdk5kaaPCVZY06WZ+QJEI6rLPV1q/8PGCg4SFjo12e4pqM2EhdXhujCeDbmw0Yp9Ni4maXp89Pjdmfh2YhWN3l0Wik6t6Z5eRdZ2dMWNqqS2jRLR0r7E5tIhVXaCZcKcownzNzs/AwdLT1NXd1cAAA7). Following this are *m* lines of *n* characters each (not counting the end-of-line characters). Each character corresponds to one plot, and is either `\*', representing the absence of oil, or `@', representing an oil pocket.

## Output

For each grid, output the number of distinct oil deposits. Two different pockets are part of the same oil deposit if they are adjacent horizontally, vertically, or diagonally. An oil deposit will not contain more than 100 pockets.

## Sample Input

1 1

\*

3 5

\*@\*@\*

\*\*@\*\*

\*@\*@\*

1 8

@@\*\*\*\*@\*

5 5

\*\*\*\*@

\*@@\*@

\*@\*\*@

@@@\*@

@@\*\*@

0 0

## Sample Output

0

1

2

2

### 476 - Points in Figures: Rectangles

### Time limit: 3.000 seconds

|  |
| --- |
| **Points in Figures: Rectangles** |

Given a list of rectangles and a list of points in the *x*-*y* plane, determine for each point which figures (if any) contain the point.

## Input

There will be *n*( ![tex2html_wrap_inline220](data:image/gif;base64,R0lGODlhIgAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAiABkAAAJOjI+poAHfzmNrVkeTjVJniIBcF35mNhooJjFbGnrttMKrCL6wI6t3Hfm1KkBNj9XQLY6iZJBmQu6mmCJ1B81et9yu9wsOi8fksvmM5hYAADs=) ) rectangles descriptions, one per line. The first character will designate the type of figure (``r'' for rectangle). This character will be followed by four real values designating the *x*-*y* coordinates of the upper left and lower right corners.

The end of the list will be signalled by a line containing an asterisk in column one.

The remaining lines will contain the *x*-*y* coordinates, one per line, of the points to be tested. The end of this list will be indicated by a point with coordinates 9999.9 9999.9; these values should not be included in the output.

Points coinciding with a figure border are not considered inside.

## Output

For each point to be tested, write a message of the form:

Point i is contained in figure j

for each figure that contains that point. If the point is not contained in any figure, write a message of the form:

Point i is not contained in any figure

Points and figures should be numbered in the order in which they appear in the input.

## Sample Input

r 8.5 17.0 25.5 -8.5

r 0.0 10.3 5.5 0.0

r 2.5 12.5 12.5 2.5

\*

2.0 2.0

4.7 5.3

6.9 11.2

20.0 20.0

17.6 3.2

-5.2 -7.8

9999.9 9999.9

## Sample Output

Point 1 is contained in figure 2

Point 2 is contained in figure 2

Point 2 is contained in figure 3

Point 3 is contained in figure 3

Point 4 is not contained in any figure

Point 5 is contained in figure 1

Point 6 is not contained in any figure

![http://uva.onlinejudge.org/external/4/476img2.gif](data:image/gif;base64,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)

Diagrama of sample input figures and data points

### 138 - Street Numbers

### Time limit: 3.000 seconds

|  |
| --- |
| **Street Numbers** |

A computer programmer lives in a street with houses numbered consecutively (from 1) down one side of the street. Every evening she walks her dog by leaving her house and randomly turning left or right and walking to the end of the street and back. One night she adds up the street numbers of the houses she passes (excluding her own). The next time she walks the other way she repeats this and finds, to her astonishment, that the two sums are the same. Although this is determined in part by her house number and in part by the number of houses in the street, she nevertheless feels that this is a desirable property for her house to have and decides that all her subsequent houses should exhibit it.

Write a program to find pairs of numbers that satisfy this condition. To start your list the first two pairs are: (house number, last number):

6 8

35 49

## Input and Output

There is no input for this program. Output will consist of 10 lines each containing a pair of numbers, each printed right justified in a field of width 10 (as shown above).

### 439 - Knight Moves

### Time limit: 3.000 seconds

|  |
| --- |
| **Knight Moves** |

A friend of you is doing research on the Traveling Knight Problem (TKP) where you are to find the shortest closed tour of knight moves that visits each square of a given set of *n* squares on a chessboard exactly once. He thinks that the most difficult part of the problem is determining the smallest number of knight moves between two given squares and that, once you have accomplished this, finding the tour would be easy.

Of course you know that it is vice versa. So you offer him to write a program that solves the "difficult" part.

Your job is to write a program that takes two squares *a* and *b* as input and then determines the number of knight moves on a shortest route from *a* to *b*.

## Input Specification

The input file will contain one or more test cases. Each test case consists of one line containing two squares separated by one space. A square is a string consisting of a letter (a-h) representing the column and a digit (1-8) representing the row on the chessboard.

## Output Specification

For each test case, print one line saying "To get from *xx* to *yy* takes *n*knight moves.".

## Sample Input

e2 e4

a1 b2

b2 c3

a1 h8

a1 h7

h8 a1

b1 c3

f6 f6

## Sample Output

To get from e2 to e4 takes 2 knight moves.

To get from a1 to b2 takes 4 knight moves.

To get from b2 to c3 takes 2 knight moves.

To get from a1 to h8 takes 6 knight moves.

To get from a1 to h7 takes 5 knight moves.

To get from h8 to a1 takes 6 knight moves.

To get from b1 to c3 takes 1 knight moves.

To get from f6 to f6 takes 0 knight moves.

### 414 - Machined Surfaces

### Time limit: 3.000 seconds

|  |
| --- |
| **Machined Surfaces** |

An imaging device furnishes digital images of two machined surfaces that eventually will be assembled in contact with each other. The roughness of this final contact is to be estimated.

A digital image is composed of the two characters, "X" and " " (space). There are always 25 columns to an image, but the number of rows, *N*, is variable. Column one (1) will always have an "X" in it and will be part of the left surface. The left surface can extend to the right from column one (1) as contiguous X's.

Similarly, column 25 will always have an "X" in it and will be part of the right surface. The right surface can extend to the left from column 25 as contiguous X's.

Digital-Image View of Surfaces

Left Right
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![tex2html_wrap_inline54](data:image/gif;base64,R0lGODlhCAAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAIABkAAAIcjAN3kMq80ntGtqpWxvu6jYCe1okmiKbqyrZKAQA7) ![tex2html_wrap_inline56](data:image/gif;base64,R0lGODlhCAAZAIAAAAAAAP///yH5BAEAAAEALAAAAAAIABkAAAIcjAN3kMq80ntGtqpWxvu6jYCe1okmiKbqyrZKAQA7)

1 25

In each row of the image, there can be zero or more space characters separating the left surface from the right surface. There will never be more than a single blank *region*in any row.

For each image given, you are to determine the total ``void" that will exist after the left surface has been brought into contact with the right surface. The ``void" is the total count of the spaces that remains between the left and right surfaces after theyhave been brought into contact.

The two surfaces are brought into contact by displacing them strictly horizontally towards each other until a rightmost "X" of the left surface of some row is immediately to the left of the leftmost "X" of the right surface of that row. There is no rotation or twisting of these two surfaces as they are brought into contact; they remain rigid, and only move horizontally.

**Note:** The original image may show the two surfaces already in contact, in which case no displacement enters into the contact roughness estimation.

## Input

The input consists of a series of digital images. Each image data set has the following format:

**First line -**

A single unsigned integer, *N*, with value greater than zero (0) and less than 13. The first digit of *N* will be the first character on a line.

**Next *N* lines -**

Each line has exactly 25 characters; one or more X's, then zero or more spaces, then one or more X's.

The end of data is signaled by a null data set having a zero on the first line of an image data set and no further data.

## Output

For each image you receive as a data set, you are to reply with the total void (count of spaces remaining after the surfaces are brought into contact). Use the default output for a single integer on a line.

## Sample Input (character "B" for ease of reading. The actual input file will use the ASCII-space character, not "B").

4

XXXXBBBBBBBBBBBBBBBBXXXXX

XXXBBBBBBBBBBBBBBBXXXXXXX

XXXXXBBBBBBBBBBBBBBBBXXXX

XXBBBBBBBBBBBBBBBBBXXXXXX

2

XXXXXXXXXXXXXXXXXXXXXXXXX

XXXXXXXXXXXXXXXXXXXXXXXXX

1

XXXXXXXXXBBBBBBBBBBBBBBXX

0

## Sample Output

4

0

0

### 294 - Divisors

### Time limit: 3.000 seconds

|  |
| --- |
| **Divisors** |

Mathematicians love all sorts of odd properties of numbers. For instance, they consider 945 to be an interesting number, since it is the first odd number for which the sum of its divisors is larger than the number itself.

To help them search for interesting numbers, you are to write a program that scans a range of numbers and determines the number that has the largest number of divisors in the range. Unfortunately, the size of the numbers, and the size of the range is such that a too simple-minded approach may take too much time to run. So make sure that your algorithm is clever enough to cope with the largest possible range in just a few seconds.

## Input Specification

The first line of input specifies the number *N* of ranges, and each of the *N* following lines contains a range, consisting of a lower bound *L* and an upper bound *U*, where *L*and *U* are included in the range. *L* and *U* are chosen such that![tex2html_wrap_inline42](data:image/gif;base64,R0lGODlhvgAaAIAAAAAAAP///yH5BAEAAAEALAAAAAC+ABoAAAL+jGGpy50Ao5s0ymCpbojdB3nh8oGdUh6jKXbZhq6TDKunWM+0favYGZIFb8PYzyhErIqg4yOXcuw20VivV5mSSEBl1wdeur5Op7g8Oh9qWg5W02ah2G8Ot6nOk/VNtLevhkEVh0NXd7cFRzhn5MMXthcJ+PWIlnWoA1MldaWIadd4VJkmCTmJV2rJucj1+cP6mrjqKgsmmkp6arp7q6uqQ9unybrjuimF2Mubuzzmy2RGJjhMV8upmOPGlgzNHP3s3OxnuwRFWELcRhMsV8H9Jz4uPwr/TZ4du8poqC2cfTxNWLdw9gp6O1gP4SuAHmZZYPekHyxkbl4ou4gRWsZbehc1asQHMuQgiCIrtmqB8qRKKyvblXwJM6bMmTRrtnjI0BDOiZ52krQJNKjQoUSLGj2KNKnSpUybOn0KNarUqVSrWr2KNavWrVy7ev0KNqzYsWTLmj2LNm22AgA7) and ![tex2html_wrap_inline44](data:image/gif;base64,R0lGODlhkQAaAIAAAAAAAP///yH5BAEAAAEALAAAAACRABoAAAL9TICmy+0IgYmu2hPl3VUz2IBfMnoJyU1o6KXu+C5i2aqYLK1nu982N3usDjFgLRXswH4oUlPzfBqNtWNx+RpaqiZo9+eLfrdaYeh6KXfUD6xzLPVh4izr+oNO20tFruL95xUIRgGGw8Ynk7e2F4jYhjMoB8jURVeHdLSXwXnnkrThVykZJyapF9q4GKmY+ukmOCo7N5a6WbWKeaqnSsQaBhfsWEtltps71/qJKApMKmzT0+f52MdZfSZUeKOTw+MdGYWcOF6eC4quBWrO3u7+znvdC58lj02Pn6+/z9/v/w8woMCBBAsaPIgwocKFDBs6fAgxosSJFCtavPiiAAA7) .

## Output Specification

For each range, find the number *P* which has the largest number of divisors (if several numbers tie for first place, select the lowest), and the number of positive divisors *D* of*P* (where *P* is included as a divisor). Print the text 'Between *L* and *H*, *P* has a maximum of *D* divisors.', where *L*, *H*, *P*, and *D* are the numbers as defined above.

## Example input

3

1 10

1000 1000

999999900 1000000000

## Example output

Between 1 and 10, 6 has a maximum of 4 divisors.

Between 1000 and 1000, 1000 has a maximum of 16 divisors.

Between 999999900 and 1000000000, 999999924 has a maximum of 192 divisors.

### 438 - The Circumference of the Circle

### Time limit: 3.000 seconds

|  |
| --- |
| **The Circumference of the Circle** |

To calculate the circumference of a circle seems to be an easy task - provided you know its diameter. But what if you don't?

You are given the cartesian coordinates of three non-collinear points in the plane.

Your job is to calculate the circumference of the unique circle that intersects all three points.

## Input Specification

The input file will contain one or more test cases. Each test case consists of one line containing six real numbers ![tex2html_wrap_inline26](data:image/gif;base64,R0lGODlhiQARAIAAAAAAAP///yH5BAEAAAEALAAAAACJABEAAALnTACXxu2O2HpUplizwUfXyHkPNzXXKY7Klppr2KJdy4JlvM7ue6fIAvMAZTTFsHgMin6bnmXkpGCmUentVzUlmb4rV7gNOZXSZ86nOmcmoCYa4hY+h7ISOZ27S/J79Wce9zcFtWTWhMViGLijI9aDqGOoxAZxVDloYTfWZ2QEudh5SaLpheWl9fh59nWoGsjaeqoxucb2iHQB92EbmaXFmWi1CoY3p6lLA8RovEMZ4xzMPFzLevtlCrykaj16jVutcu2Kc/lWVFZeeI6Ouu7+Dh8vP09fb3+Pn6+/z9/v/w8woMCB9woAADs=) , representing the coordinates of the three points. The diameter of the circle determined by the three points will never exceed a million. Input is terminated by end of file.

## Output Specification

For each test case, print one line containing one real number telling the circumference of the circle determined by the three points. The circumference is to be printedaccurately rounded to two decimals. The value of ![tex2html_wrap_inline28](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAIAAgAAAIODI6pYMwBH4xuthupxgUAOw==) is approximately 3.141592653589793.

## Sample Input

0.0 -0.5 0.5 0.0 0.0 0.5

0.0 0.0 0.0 1.0 1.0 1.0

5.0 5.0 5.0 7.0 4.0 6.0

0.0 0.0 -1.0 7.0 7.0 7.0

50.0 50.0 50.0 70.0 40.0 60.0

0.0 0.0 10.0 0.0 20.0 1.0

0.0 -500000.0 500000.0 0.0 0.0 500000.0

## Sample Output

3.14

4.44

6.28

31.42

62.83

632.24

3141592.65

### 568 - Just the Facts

### Time limit: 3.000 seconds

The expression *N*!, read as ``*N* factorial," denotes the product of the first *N* positive integers, where *N* is nonnegative. So, for example,

|  |  |
| --- | --- |
| *N* | *N*! |
| 0 | 1 |
| 1 | 1 |
| 2 | 2 |
| 3 | 6 |
| 4 | 24 |
| 5 | 120 |
| 10 | 3628800 |

For this problem, you are to write a program that can compute the last non-zero digit of any factorial for ( ![$0 \le N \le 10000$](data:image/gif;base64,R0lGODlhdwAgAIAAAAAAAP///yH5BAEAAAEALAAAAAB3ACAAQAL1jI+py+0Po5wHIGAdztDuGn0dF5CYYWZpeZHVeVIuurmzdJe1CnNfrPPwhJSi8YhMKpfMphO3WohwLZYGGPKtsL0WN/cMi8fksvmMTqurOhn4FYUyamxgzM6j6RVf/nSS1yb1l/VS1ffV52f4QKeRQHiFNcgmiLfXdrm2ydnp+QkaKjpKWmp6iirq+LQaNKlkQ9jq6gWm2fjqxwWYWyloqYXZhclIXCuz10ujvEg8rJcYV/wLZ3QH0xA5Mv2cmaLoy6wtdTzyVom49S1dzOyVHWstHnfNeHnbnAp7k/vqbr5jHJKAO/QZPIgwocKFDBs6fAgRVQEAOw==)). For example, if your program is asked to compute the last nonzero digit of 5!, your program should produce ``2" because 5! = 120, and 2 is the last nonzero digit of 120.

## Input

Input to the program is a series of nonnegative integers not exceeding 10000, each on its own line with no other letters, digits or spaces. For each integer *N*, you should read the value and compute the last nonzero digit of *N*!.

## Output

For each integer input, the program should print exactly one line of output. Each line of output should contain the value *N*, right-justified in columns 1 through 5 with leading blanks, not leading zeroes. Columns 6 - 9 must contain `` -> " (space hyphen greater space). Column 10 must contain the single last non-zero digit of *N*!.

## Sample Input

1

2

26

125

3125

9999

## Sample Output

1 -> 1

2 -> 2

26 -> 4

125 -> 8

3125 -> 2

9999 -> 8

### 350 - Pseudo-Random Numbers

### Time limit: 3.000 seconds

Computers normally cannot generate really random numbers, but frequently are used to generate sequences of pseudo-random numbers. These are generated by some algorithm, but appear for all practical purposes to be really random. Random numbers are used in many applications, including simulation.

A common pseudo-random number generation technique is called the linear congruential method. If the last pseudo-random number generated was *L*, then the next number is generated by evaluating ( ![tex2html_wrap_inline32](data:image/gif;base64,R0lGODlhjwAbAIAAAAAAAP///yH5BAEAAAEALAAAAACPABsAAAL+jI+py+3/AJy0UoBztkxj7nhS8IHg1qGJdpSka65j3MAvbdmKrt7tjDPoQheg0BisIRESZA84FC6Wv1xxSk0ysySfNBo9ykLc3XVHbZaGPXG4C1NjJ7Oyl34ez18jl79fxyX3tdSWcodlx0THlgZYJRb5p+TzKFMH8RZJJsKCdjgFWQk1uGlWacq3yJlpVKYIlia6RnoX9mj5U0v59vTa6tgxm3sTF6yaaiMYqASVCQx66jUpyRw6vNVJuZUo8szZ2M3i6a3rmd13dM5RqNUSpOguP58UH02Pn69vtd/v/58KoMCBOOwRPIgwocKFDBs6fAgxosSJFCtavIgxo8YHjRw7egRYAAA7) , where *Z* is a constant multiplier, *I* is a constant increment, and *M* is a constant modulus. For example, suppose *Z* is 7, *I* is 5, and *M* is 12. If the first random number (usually called the *seed*) is 4, then we can determine the next few pseudo-random numbers are follows:
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As you can see, the sequence of pseudo-random numbers generated by this technique repeats after six numbers. It should be clear that the longest sequence that can be generated using this technique is limited by the modulus, *M*.

In this problem you will be given sets of values for *Z*, *I*, *M*, and the seed, *L*. Each of these will have no more than four digits. For each such set of values you are to determine the length of the cycle of pseudo-random numbers that will be generated. But be careful: the cycle might not begin with the seed!

## Input

Each input line will contain four integer values, in order, for *Z*, *I*, *M*, and *L*. The last line will contain four zeroes, and marks the end of the input data. *L* will be less than *M*.

## Output

For each input line, display the case number (they are sequentially numbered, starting with 1) and the length of the sequence of pseudo-random numbers before the sequence is repeated.

## Sample Input

7 5 12 4

5173 3849 3279 1511

9111 5309 6000 1234

1079 2136 9999 1237

0 0 0 0

## Sample Output

Case 1: 6

Case 2: 546

Case 3: 500

Case 4: 220

### 357 - Let Me Count The Ways

### Time limit: 3.000 seconds

|  |
| --- |
| **Let Me Count The Ways** |

After making a purchase at a large department store, Mel's change was 17 cents. He received 1 dime, 1 nickel, and 2 pennies. Later that day, he was shopping at a convenience store. Again his change was 17 cents. This time he received 2 nickels and 7 pennies. He began to wonder ' "How many stores can I shop in and receive 17 cents change in a different configuration of coins? After a suitable mental struggle, he decided the answer was 6. He then challenged you to consider the general problem.

Write a program which will determine the number of different combinations of US coins (penny: 1c, nickel: 5c, dime: 10c, quarter: 25c, half-dollar: 50c) which may be used to produce a given amount of money.

## Input

The input will consist of a set of numbers between 0 and 30000 inclusive, one per line in the input file.

## Output

The output will consist of the appropriate statement from the selection below on a single line in the output file for each input value. The number *m* is the number your program computes, *n* is the input value.

There are *m* ways to produce *n* cents change.

There is only 1 way to produce *n* cents change.

## Sample input

17

11

4

## Sample output

There are 6 ways to produce 17 cents change.

There are 4 ways to produce 11 cents change.

There is only 1 way to produce 4 cents change.

### 371 - Ackermann Functions

### Time limit: 3.000 seconds

An Ackermann function has the characteristic that the length of the sequence of numbers generated by the function cannot be computed directly from the input value. One particular integer Ackermann function is the following:
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This Ackermann has the characteristic that it eventually converges on 1. A few examples follow in which the starting value is shown in square brackets followed by the sequence of values that are generated, followed by the length of the sequence in curly braces:

[10] 5 16 8 4 2 1 {6}

[13] 40 20 10 5 16 8 4 2 1 {9}

[14] 7 22 11 34 17 52 26 13 40 20 10 5 16 8 4 2 1 {17}

[19] 58 29 88 44 22 ... 2 1 {20}

[32] 16 8 4 2 1 {5}

[1] 4 2 1 {3}

## Input and Output

Your program is to read in a series of pairs of values that represent the first and last numbers in a closed sequence. For each closed sequence pair determine which value generates the longest series of values before it converges to 1. The largest value in the sequence will not be larger than can be accomodated in a 32-bit Pascal LongInt or C long. The last pair of values will be 0, 0. The output from your program should be as follows:

Between *L* and *H*, *V* generates the longest sequence of *S* values.

Where:

*L* = the lower boundary value in the sequence

*H* = the upper boundary value in the sequence

*V* = the first value that generates the longest sequence, (if two or more values generate the longest sequence then only show the lower value) *S* = the length of the generated sequence.

In the event that two numbers in the interval should both produce equally long sequences, report the first.

## Sample Input

1 20

35 55

0 0

## Sample Output

Between 1 and 20, 18 generates the longest sequence of 20 values.

Between 35 and 55, 54 generates the longest sequence of 112 values.

### 147 - Dollars

### Time limit: 3.000 seconds

|  |
| --- |
| **Dollars** |

New Zealand currency consists of $100, $50, $20, $10, and $5 notes and $2, $1, 50c, 20c, 10c and 5c coins. Write a program that will determine, for any given amount, in how many ways that amount may be made up. Changing the order of listing does not increase the count. Thus 20c may be made up in 4 ways: 1 ![tex2html_wrap_inline25](data:image/gif;base64,R0lGODlhCQASAIAAAAAAAP///yH5BAEAAAEALAAAAAAJABIAAAIaRI4Bm2qK3mGs1bTkNLdz7YBTQ5bmiaZqUgAAOw==) 20c, 2 ![tex2html_wrap_inline25](data:image/gif;base64,R0lGODlhCQASAIAAAAAAAP///yH5BAEAAAEALAAAAAAJABIAAAIaRI4Bm2qK3mGs1bTkNLdz7YBTQ5bmiaZqUgAAOw==) 10c, 10c+2 ![tex2html_wrap_inline25](data:image/gif;base64,R0lGODlhCQASAIAAAAAAAP///yH5BAEAAAEALAAAAAAJABIAAAIaRI4Bm2qK3mGs1bTkNLdz7YBTQ5bmiaZqUgAAOw==)5c, and 4 ![tex2html_wrap_inline25](data:image/gif;base64,R0lGODlhCQASAIAAAAAAAP///yH5BAEAAAEALAAAAAAJABIAAAIaRI4Bm2qK3mGs1bTkNLdz7YBTQ5bmiaZqUgAAOw==) 5c.

## Input

Input will consist of a series of real numbers no greater than $300.00 each on a separate line. Each amount will be valid, that is will be a multiple of 5c. The file will be terminated by a line containing zero (0.00).

## Output

Output will consist of a line for each of the amounts in the input, each line consisting of the amount of money (with two decimal places and right justified in a field of width 6), followed by the number of ways in which that amount may be made up, right justified in a field of width 17.

## Sample input

0.20

2.00

0.00

## Sample output

0.20 4

2.00 293

### 573 - The Snail

### Time limit: 3.000 seconds

A snail is at the bottom of a 6-foot well and wants to climb to the top. The snail can climb 3 feet while the sun is up, but slides down 1 foot at night while sleeping. The snail has a fatigue factor of 10%, which means that on each successive day the snail climbs 10% ![$\times$](data:image/gif;base64,R0lGODlhEgAeAIAAAAAAAP///yH5BAEAAAEALAAAAAASAB4AQAInjI+pCGC9opy0Shiw3bwzl4CUdomH6aXqyqokGTVwOSsv2ub6zucFADs=) 3 = 0.3 feet less than it did the previous day. (The distance lost to fatigue is always 10% of the first day's climbing distance.) On what day does the snail leave the well, i.e., what is the first day during which the snail's height exceeds 6 feet? (A day consists of a period of sunlight followed by a period of darkness.) As you can see from the following table, the snail leaves the well during the third day.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Day | Initial Height | Distance Climbed | Height After Climbing | Height After Sliding |
| 1 | 0' | 3' | 3' | 2' |
| 2 | 2' | 2.7' | 4.7' | 3.7' |
| 3 | 3.7' | 2.4' | 6.1' | - |

Your job is to solve this problem in general. Depending on the parameters of the problem, the snail will eventually either leave the well or slide back to the bottom of the well. (In other words, the snail's height will exceed the height of the well or become negative.) You must find out which happens first and on what day.

## Input

The input file contains one or more test cases, each on a line by itself. Each line contains four integers *H*, *U*, *D*, and *F*, separated by a single space. If *H* = 0 it signals the end of the input; otherwise, all four numbers will be between 1 and 100, inclusive.*H* is the height of the well in feet, *U* is the distance in feet that the snail can climb during the day, *D* is the distance in feet that the snail slides down during the night, and *F* is the fatigue factor expressed as a percentage. The snail never climbs a negative distance. If the fatigue factor drops the snail's climbing distance below zero, the snail does not climb at all that day. Regardless of how far the snail climbed, it always slides *D* feet at night.

## Output  For each test case, output a line indicating whether the snail succeeded (left the well) or failed (slid back to the bottom) and on what day. Format the output exactly as shown in the example.

## Sample Input

6 3 1 10

10 2 1 50

50 5 3 14

50 6 4 1

50 6 3 1

1 1 1 1

0 0 0 0

## Sample Output

success on day 3

failure on day 4

failure on day 7

failure on day 68

success on day 20

failure on day 2

### 107 - The Cat in the Hat

### Time limit: 3.000 seconds

|  |
| --- |
| **The Cat in the Hat** |

## Background

(An homage to Theodore Seuss Geisel)

The Cat in the Hat is a nasty creature,  
But the striped hat he is wearing has a rather nifty feature.

With one flick of his wrist he pops his top off.

Do you know what's inside that Cat's hat?  
A bunch of small cats, each with its own striped hat.

Each little cat does the same as line three,  
All except the littlest ones, who just say ``Why me?''

Because the littlest cats have to clean all the grime,  
And they're tired of doing it time after time!

## The Problem

A clever cat walks into a messy room which he needs to clean. Instead of doing the work alone, it decides to have its helper cats do the work. It keeps its (smaller) helper cats inside its hat. Each helper cat also has helper cats in its own hat, and so on. Eventually, the cats reach a smallest size. These smallest cats have no additional cats in their hats. These unfortunate smallest cats have to do the cleaning.

The number of cats inside each (non-smallest) cat's hat is a constant, *N*. The height of these cats-in-a-hat is ![tex2html_wrap_inline35](data:image/gif;base64,R0lGODlhHgAfAIAAAAAAAP///yH5BAEAAAEALAAAAAAeAB8AAAJRjI8HkO1vFpxQ0ossxnrT7lVMOC0miaapybbu26rXGdGrNma5svN5HwAFgRIL8dgYCXlJok/nYiZ+HZg0o3MIq1xtL0ZaysSysvmMTqvX7FQBADs=) times the height of the cat whose hat they are in.

The smallest cats are of height one;   
these are the cats that get the work done.

All heights are positive integers.

Given the height of the initial cat and the number of worker cats (of height one), find the number of cats that are not doing any work (cats of height greater than one) and also determine the sum of all the cats' heights (the height of a stack of all cats standing one on top of another).

## The Input

The input consists of a sequence of cat-in-hat specifications. Each specification is a single line consisting of two positive integers, separated by white space. The first integer is the height of the initial cat, and the second integer is the number of worker cats.

A pair of 0's on a line indicates the end of input.

## The Output

For each input line (cat-in-hat specification), print the number of cats that are not working, followed by a space, followed by the height of the stack of cats. There should be one output line for each input line other than the ``0 0'' that terminates input.

## Sample Input

216 125

5764801 1679616

0 0

## Sample Output

31 671

335923 30275911

### 116 - Unidirectional TSP

### Time limit: 3.000 seconds

|  |
| --- |
| **Unidirectional TSP** |

## Background

Problems that require minimum paths through some domain appear in many different areas of computer science. For example, one of the constraints in VLSI routing problems is minimizing wire length. The Traveling Salesperson Problem (TSP) -- finding whether all the cities in a salesperson's route can be visited exactly once with a specified limit on travel time -- is one of the canonical examples of an NP-complete problem; solutions appear to require an inordinate amount of time to generate, but are simple to check.

This problem deals with finding a minimal path through a grid of points while traveling only from left to right.

## The Problem

Given an ![tex2html_wrap_inline352](data:image/gif;base64,R0lGODlhLgASAIAAAAAAAP///yH5BAEAAAEALAAAAAAuABIAAAJQjI+ZoMENDXhT1nZPVrc76kWPE5EdM53ayKFsq36rVlq1LM25XaZ3jMtUXrMNBmTSJY9KDM2l9LUWRN6netststyu9wsOi8fksvmMTqvX6gIAOw==) matrix of integers, you are to write a program that computes a path of minimal weight. A path starts anywhere in column 1 (the first column) and consists of a sequence of steps terminating in column *n* (the last column). A step consists of traveling from column *i* to column *i*+1 in an adjacent (horizontal or diagonal) row. The first and last rows (rows 1 and *m*) of a matrix are considered adjacent, i.e., the matrix ``wraps'' so that it represents a horizontal cylinder. Legal steps are illustrated below.
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The weight of a path is the sum of the integers in each of the *n* cells of the matrix that are visited.

For example, two slightly different ![tex2html_wrap_inline366](data:image/gif;base64,R0lGODlhJQAYAIAAAAAAAP///yH5BAEAAAEALAAAAAAlABgAAAJTDIKHy+0OlInx2TtPlbg3uXncMiZlCY1Vyq4WeFFTQqLm/IKqXWMupfO5Hj/ZLYcj6jhDRhFp2jR7Tps06iPGpp6u9wsOi8fksvmMTqvX7LabUQAAOw==) matrices are shown below (the only difference is the numbers in the bottom row).
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The minimal path is illustrated for each matrix. Note that the path for the matrix on the right takes advantage of the adjacency property of the first and last rows.

## The Input

The input consists of a sequence of matrix specifications. Each matrix specification consists of the row and column dimensions in that order on a line followed by ![tex2html_wrap_inline376](data:image/gif;base64,R0lGODlhJQAIAIAAAAAAAP///yH5BAEAAAEALAAAAAAlAAgAAAIvDBCGuukPVTpTshpzpfJwbkHN4y1fA46Ol6Ur+mpqHJ7xrFkUgsJ47qv1fq1hoAAAOw==)integers where *m* is the row dimension and *n* is the column dimension. The integers appear in the input in row major order, i.e., the first *n* integers constitute the first row of the matrix, the second *n* integers constitute the second row and so on. The integers on a line will be separated from other integers by one or more spaces. Note: integers are not restricted to being positive. There will be one or more matrix specifications in an input file. Input is terminated by end-of-file.

For each specification the number of rows will be between 1 and 10 inclusive; the number of columns will be between 1 and 100 inclusive. No path's weight will exceed integer values representable using 30 bits.

## The Output

Two lines should be output for each matrix specification in the input file, the first line represents a minimal-weight path, and the second line is the cost of a minimal path. The path consists of a sequence of *n* integers (separated by one or more spaces) representing the rows that constitute the minimal path. If there is more than one path of minimal weight the path that is *lexicographically* smallest should be output.

## Sample Input

5 6

3 4 1 2 8 6

6 1 8 2 7 4

5 9 3 9 9 5

8 4 1 3 2 6

3 7 2 8 6 4

5 6

3 4 1 2 8 6

6 1 8 2 7 4

5 9 3 9 9 5

8 4 1 3 2 6

3 7 2 1 2 3

2 2

9 10 9 10

## Sample Output

1 2 3 4 4 5

16

1 2 1 5 4 5

11

1 1

19

### 352 - The Seasonal War

Time limit: 3.000 seconds

|  |
| --- |
| **The Seasonal War** |

The inhabitants of Tigerville and Elephantville are engaged in a seasonal war. Last month, Elephantville successfully launched and orbited a spy telescope called the Bumble Scope. The purpose of the Bumble Scope was to count the number of War Eagles in Tigerville. The Bumble Scope, however, developed two problems because of poor quality control during its construction. Its primary lens was contaminated with bugs which block part of each image, and its focusing mechanism malfunctioned so that images vary in size and sharpness.

The computer programmers, who must rectify the Bumble Scope's problems are being held hostage in a Programming Contest Hotel in Alaland by elephants dressed like tigers. The Bumble Scope's flawed images are stored by pixel in a file called Bumble.in. Each image is square and each pixel or cell contains either a 0 or a 1. The unique Bumble Scope Camera (BSC) records at each pixel location a 1 if part or all of a war eagle is present and a 0 if any other object, including a bug, is visible. The programmers must assume the following:

**a)**

A war eagle is represented by at least a single binary one.

**b)**

Cells with adjacent sides on common vertices, which contain binary ones, comprise one war eagle. A very large image of one war eagle might contain all ones.

**c)**

Distinct war eagles do not touch one another. This assumption is probably flawed, but the programmers are desperate.

**d)**

There is no wrap-around. Pixels on the bottom are not adjacent to the top and the left is not adjacent to the right (unless, of course, there are only 2 rows or 2 columns)

## Input and Output

Write a program that reads images of pixels from the input file (a text file), correctly counts the number of war eagles in the images and prints the image number and war eagle count for that image on a single line in the output file (also a text file).

Use the format in the sample output. Do this for each image in the input file. Each image will be preceded by a number indicating its square dimension. No dimension will exceed 25.

## Sample input

6

100100

001010

000000

110000

111000

010100

8

01100101

01000001

00011000

00000010

11000011

10100010

10000001

01100000

## Sample output

Image number 1 contains 3 war eagles.

Image number 2 contains 6 war eagles.

### 532 - Dungeon Master

Time limit: 3.000 seconds

|  |
| --- |
| **Dungeon Master** |

You are trapped in a 3D dungeon and need to find the quickest way out! The dungeon is composed of unit cubes which may or may not be filled with rock. It takes one minute to move one unit north, south, east, west, up or down. You cannot move diagonally and the maze is surrounded by solid rock on all sides.

Is an escape possible? If yes, how long will it take?

## Input Specification

The input file consists of a number of dungeons. Each dungeon description starts with a line containing three integers *L*, *R* and *C* (all limited to 30 in size).

*L* is the number of levels making up the dungeon.

*R* and *C* are the number of rows and columns making up the plan of each level.

Then there will follow *L* blocks of *R* lines each containing *C* characters. Each character describes one cell of the dungeon. A cell full of rock is indicated by a `#' and empty cells are represented by a `.'. Your starting position is indicated by `S' and the exit by the letter 'E'. There's a single blank line after each level. Input is terminated by three zeroes for *L*, *R* and *C*.

## Output Specification

Each maze generates one line of output. If it is possible to reach the exit, print a line of the form

Escaped in *x* minute(s).

where *x* is replaced by the shortest time it takes to escape.

If it is not possible to escape, print the line

Trapped!

## Sample Input

3 4 5

S....

.###.

.##..

###.#

#####

#####

##.##

##...

#####

#####

#.###

####E

1 3 3

S##

#E#

###

0 0 0

## Sample Output

Escaped in 11 minute(s).

Trapped!

### 429 - Word Transformation

Time limit: 3.000 seconds

A common word puzzle found in many newspapers and magazines is the word transformation. By taking a starting word and successively altering a single letter to make a new word, one can build a sequence of words which changes the original word to a given end word. For instance, the word ``spice'' can be transformed in four steps to the word ``stock'' according to the following sequence: spice, slice, slick, stick, stock. Each successive word differs from the previous word in only a single character position while the word length remains the same.

Given a dictionary of words from which to make transformations, plus a list of starting and ending words, your team is to write a program to determine the number of steps in the shortest possible transformation.

## Input and Output

The first line of the input is an integer N, indicating the number of test set that your correct program should test followed by a blank line. Each test set will have two sections. The first section will be the dictionary of available words with one word per line, terminated by a line containing an asterisk (\*) rather than a word. There can be up to 200 words in the dictionary; all words will be alphabetic and in lower case, and no word will be longer than ten characters. Words can appear in the dictionary in any order.

Following the dictionary are pairs of words, one pair per line, with the words in the pair separated by a single space. These pairs represent the starting and ending words in a transformation. All pairs are guaranteed to have a transformation using the dictionary given. The starting and ending words will appear in the dictionary.

Two consecutive input set will separated by a blank line.

The output should contain one line per word pair for each test set, and must include the starting word, the ending word, and the number of steps in the shortest possible transformation, separated by single spaces. Two consecutive output set will be separated by a blank line.

## Sample Input

1

dip

lip

mad

map

maple

may

pad

pip

pod

pop

sap

sip

slice

slick

spice

stick

stock

\*

spice stock

may pod

## Sample Output

spice stock 4

may pod 3

### 558 - Wormholes

Time limit: 3.000 seconds

In the year 2163, wormholes were discovered. A wormhole is a subspace tunnel through space and time connecting two star systems. Wormholes have a few peculiar properties:

* Wormholes are one-way only.
* The time it takes to travel through a wormhole is negligible.
* A wormhole has two end points, each situated in a star system.
* A star system may have more than one wormhole end point within its boundaries.
* For some unknown reason, starting from our solar system, it is always possible to end up in any star system by following a sequence of wormholes (maybe Earth is the centre of the universe).
* Between any pair of star systems, there is at most one wormhole in either direction.
* There are no wormholes with both end points in the same star system.

All wormholes have a constant time difference between their end points. For example, a specific wormhole may cause the person travelling through it to end up 15 years in the future. Another wormhole may cause the person to end up 42 years in the past.  
A brilliant physicist, living on earth, wants to use wormholes to study the Big Bang. Since warp drive has not been invented yet, it is not possible for her to travel from one star system to another one directly. This can be done using wormholes, of course.  
The scientist wants to reach a cycle of wormholes somewhere in the universe that causes her to end up in the past. By travelling along this cycle a lot of times, the scientist is able to go back as far in time as necessary to reach the beginning of the universe and see the Big Bang with her own eyes. Write a program to find out whether such a cycle exists.

## Input

The input file starts with a line containing the number of cases *c* to be analysed. Each case starts with a line with two numbers *n* and *m* . These indicate the number of star systems ( ![$1 \le n \le 1000$](data:image/gif;base64,R0lGODlhaQAeAIAAAAAAAP///yH5BAEAAAEALAAAAABpAB4AQALLjI+py+0Po1QAuFoltiFTPBlex4nWSKJoyLbuC8fyTDObu9a5qXKjB/SVFrvGjVjKDG2gy/AnPCiTy5r1is1qt9yuV1M1FmPNhwoBRJ/UYkjZTBWH2yZ2r4c8hsLQuZF5BNJHwkP4dYiYqLjI2Oj4SOMHeZGgx/P0hsSSGTlWJxVnSAhF5+RZyKl2yvZZd4dZmgdG+iHJBGqHiXcbkVoZKgeGi/vKqrm5Q2oLKrlrqAw8yZVcteq2gb1smm0t7f0NHi4+Tl5ufo7eUgAAOw==)) and the number of wormholes ( ![$0 \le m \le 2000$](data:image/gif;base64,R0lGODlhbgAeAIAAAAAAAP///yH5BAEAAAEALAAAAABuAB4AQALejI+py+0Po2QAoKoqltoGbWxJNx2g+FkoaXrlC8fyTNf2LW8otOOZe/GIdC5iSAgMtnggSvH5YfaWoSN1qIL6ttyu9wsOi8cz4DSY9DadV2V0aU6v0kc621ptrCNY5Xy+cGKnd5fSMkgR2EGUdWiY0kgmOUlZaXmJmakJxrL50lmXBAo6ovWw94VK9dj3aNjqhvdzVpqFhEiqCBfnCslbGuvIsQaLFmO0i/YbTAvJp9Vc98wcGRq8Gi38g63qRLeIzApVDOy5NdWTfQqeS8Pebh4vP09fb3+Pn6+/b1kAADs=)) . The star systems are numbered from 0 (our solar system) through *n*-1 . For each wormhole a line containing three integer numbers *x*, *y* and *t* is given. These numbers indicate that this wormhole allows someone to travel from the star system numbered *x* to the star system numbered *y*, thereby ending up *t* ( ![$-1000 \le t \le 1000$](data:image/gif;base64,R0lGODlhjQAeAIAAAAAAAP///yH5BAEAAAEALAAAAACNAB4AQAL+jI+py+0Po5y0MgAORntrnH0LGEqeQlJnsKZiW1ryTNf2jef6zluu4TkFQ8PKChWDHIGgRJFFLD1rMBH0JU1emtvr4zdKCjNjprWHTqvX7Lb7DY/LfbE6kUPGK5ejCNdxZMeiN3iGR4LolKUHU7Wl1QXIF2n2UeUogxhFlsXJ5Gn0CAkY9tM0BAqVOsfa6voKGys7S1trq6IY+Kc6WqsFBsaLgznVseg3aSjZ63VmbFVGdWzWKCi6F2zJTFj5KYg5E01tB25pNLqLzC2MtZ45fVXtjrTdvKxuCLyabGLtVSYOW5d65ih1e1YpoA4+S/jdUoQkzENRmgjSq2hxosYPjRw7evwIMqTIkSRLmiwAADs=)) years in the future.

## Output

The output consists of *c* lines, one line for each case, containing the word possible if it is indeed possible to go back in time indefinitely, or not possible if this is not possible with the given set of star systems and wormholes.

## Sample Input

2

3 3

0 1 1000

1 2 15

2 1 -42

4 4

0 1 10

1 2 20

2 3 30

3 0 -60

## Sample Output

possible

not possible

### 167 - The Sultan's Successors

Time limit: 3.000 seconds

|  |
| --- |
| **The Sultan's Successors** |

The Sultan of Nubia has no children, so she has decided that the country will be split into up to *k* separate parts on her death and each part will be inherited by whoever performs best at some test. It is possible for any individual to inherit more than one or indeed all of the portions. To ensure that only highly intelligent people eventually become her successors, the Sultan has devised an ingenious test. In a large hall filled with the splash of fountains and the delicate scent of incense have been placed *k*chessboards. Each chessboard has numbers in the range 1 to 99 written on each square and is supplied with 8 jewelled chess queens. The task facing each potential successor is to place the 8 queens on the chess board in such a way that no queen threatens another one, and so that the numbers on the squares thus selected sum to a number at least as high as one already chosen by the Sultan. (For those unfamiliar with the rules of chess, this implies that each row and column of the board contains exactly one queen, and each diagonal contains no more than one.)

Write a program that will read in the number and details of the chessboards and determine the highest scores possible for each board under these conditions. (You know that the Sultan is both a good chess player and a good mathematician and you suspect that her score is the best attainable.)

## Input

Input will consist of *k* (the number of boards), on a line by itself, followed by *k* sets of 64 numbers, each set consisting of eight lines of eight numbers. Each number will be a positive integer less than 100. There will never be more than 20 boards.

## Output

Output will consist of *k* numbers consisting of your *k* scores, each score on a line by itself and right justified in a field 5 characters wide.

## Sample input

1

1 2 3 4 5 6 7 8

9 10 11 12 13 14 15 16

17 18 19 20 21 22 23 24

25 26 27 28 29 30 31 32

33 34 35 36 37 38 39 40

41 42 43 44 45 46 47 48

48 50 51 52 53 54 55 56

57 58 59 60 61 62 63 64

## Sample output

260

### 639 - Don't Get Rooked

Time limit: 3.000 seconds

|  |
| --- |
| **Don't Get Rooked** |

In chess, the rook is a piece that can move any number of squares vertically or horizontally. In this problem we will consider small chess boards (at most 4![$\times$](data:image/gif;base64,R0lGODlhEgAeAOMAAAAAAJmZmVVVVe7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIgAAAAAAAAAAACH5BAEAAAkALAAAAAASAB4AQAQ9MMlJq52LhTQEumAojiQ4KF9BbGXrvpXBUt84AAoZ1NPAwMCgcEhcrHqoUeaQLCkEjIOtmcjMiNisdquNAAA7)4) that can also contain walls through which rooks cannot move. The goal is to place as many rooks on a board as possible so that no two can capture each other. A configuration of rooks is ***legal*** provided that no two rooks are on the same horizontal row or vertical column unless there is at least one wall separating them.

The following image shows five pictures of the same board. The first picture is the empty board, the second and third pictures show legal configurations, and the fourth and fifth pictures show illegal configurations. For this board, the maximum number of rooks in a legal configuration is 5; the second picture shows one way to do it, but there are several other ways.

![http://uva.onlinejudge.org/external/6/p639.gif](data:image/gif;base64,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)

Your task is to write a program that, given a description of a board, calculates the maximum number of rooks that can be placed on the board in a legal configuration.

## Input

The input file contains one or more board descriptions, followed by a line containing the number 0 that signals the end of the file. Each board description begins with a line containing a positive integer ***n*** that is the size of the board; ***n*** will be at most 4. The next***n*** lines each describe one row of the board, with a `.' indicating an open space and an uppercase `X' indicating a wall. There are no spaces in the input file.

## Output

For each test case, output one line containing the maximum number of rooks that can be placed on the board in a legal configuration.

## Sample Input

4

.X..

....

XX..

....

2

XX

.X

3

.X.

X.X

.X.

3

...

.XX

.XX

4

....

....

....

....

0

## Sample Output

5

1

5

2

4

Miguel A. Revilla   
2000-01-17

### 725 - Division

Time limit: 3.000 seconds

|  |
| --- |
| **Division** |

Write a program that finds and displays all pairs of 5-digit numbers that between them use the digits 0 through 9 once each, such that the first number divided by the second is equal to an integer *N*, where ![$2
\le N \le 79$](data:image/gif;base64,R0lGODlhXQAgAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAABdACAAQAT+cMlJq7046817fQAzhVozFIk3NALwSITDmegWTI1oAMKYVg2AcIjwSAyXR6twmxhERgoSA4JKGIrHiRDter/gsHhM7hZ6mURhZRRwJQ5ZYaNmexLWRU4QaA3KgIGCg4SFhodlCgkEBgUFDR4PCnMlQk0SfEaSlBYOQ0MGAQBIA38bLUVAAw6pRiZXAFwJLxcmrF4CaAQ8EkF5FLkwphkECQ4CkBkGChQNBwCXG8XHyRkkTlOiU14ED97f39tl3eDg4ojo6err7O3u7/Dx8l0ECAMMCdUe+hYBDEJvFvwDUKDVDAz4ynFRwidgMwe0EPDaYGDAAYMYEiQAcIDCMIqUFjFS4LRAQIoDzBaAOIeJ1q6UFp4wicJsBxQlGmRG68AACQg0CwB8tNDgWBKU/DgkaCKqxyMqSOk5COhIwsZfHoFqEOBggMMMJDcG48DVa4d7MQ0E+VGBay4BCrQSC4AyDcYBsaIQoAvTQhUKQiSsmYcuAD8EAmiFQcCgsWPHQ8cwfvw4MuHLmDNr3sy5s+fPoC1EAAA7). That is,

abcde / fghij = *N*

where each letter represents a different digit. The first digit of one of the numerals is allowed to be zero.

## Input

Each line of the input file consists of a valid integer *N*. An input of zero is to terminate the program.

## Output

Your program have to display ALL qualifying pairs of numerals, sorted by increasing numerator (and, of course, denominator).

Your output should be in the following general form:

xxxxx / xxxxx = *N*

xxxxx / xxxxx = *N*

.

.

In case there are no pairs of numerals satisfying the condition, you must write ``There are no solutions for *N*.". Separate the output for two different values of *N* by a blank line.

## Sample Input

61

62

0

## Sample Output

There are no solutions for 61.

79546 / 01283 = 62

94736 / 01528 = 62

### 750 - 8 Queens Chess Problem

Time limit: 3.000 seconds

|  |
| --- |
| **8 Queens Chess Problem** |

In chess it is possible to place eight queens on the board so that no one queen can be taken by any other. Write a program that will determine all such possible arrangements for eight queens given the initial position of one of the queens.

Do not attempt to write a program which evaluates every possible 8 configuration of 8 queens placed on the board. This would require 88 evaluations and would bring the system to its knees. There will be a reasonable run time constraint placed on your program.

## Input

The first line of the input contains the number of datasets, and it's followed by a blank line. Each dataset will be two numbers separated by a blank. The numbers represent the square on which one of the eight queens must be positioned. A valid square will be represented; it will not be necessary to validate the input.

To standardize our notation, assume that the upper left-most corner of the board is position (1,1). Rows run horizontally and the top row is row 1. Columns are vertical and column 1 is the left-most column. Any reference to a square is by row then column; thus square (4,6) means row 4, column 6.

Each dataset is separated by a blank line.

![http://uva.onlinejudge.org/external/7/p750.gif](data:image/gif;base64,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)

## Output

Output for each dataset will consist of a one-line-per-solution representation.

Each solution will be sequentially numbered ![$1 \dots N$](data:image/gif;base64,R0lGODlhNwAPAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAA3AA8AQASUcMlJq704ayvA/lozSAxALMmDPYrjgbDVAEBACTbWxfxiKJTGodYrGj+7I2jQ6KgWBIcmqZyeJA5pIfMQFAAKQYOiADwn5bMkTekCCjmJgVGtVxtAOyZQMk36BQgXVHoWCQkABxQjGYSFZD4AdAtdUy+PFAk5AQACCwVjjZeYElsTiAKeloMHBhUCra+xFQmCi34UEQA7). Each solution will consist of 8 numbers. Each of the 8 numbers will be the ROW coordinate for that solution. The column coordinate will be indicated by the order in which the 8 numbers are printed. That is, the first number represents the ROW in which the queen is positioned in column 1; the second number represents the ROW in which the queen is positioned in column 2, and so on.

The sample input below produces 4 solutions. The full 8![$\times$](data:image/gif;base64,R0lGODlhEgAeAOMAAAAAAJmZmVVVVe7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIgAAAAAAAAAAACH5BAEAAAkALAAAAAASAB4AQAQ9MMlJq52LhTQEumAojiQ4KF9BbGXrvpXBUt84AAoZ1NPAwMCgcEhcrHqoUeaQLCkEjIOtmcjMiNisdquNAAA7)8 representation of each solution is shown below.

**DO NOT SUBMIT THE BOARD MATRICES AS PART OF YOUR SOLUTION!**

SOLUTION 1 SOLUTION 2 SOLUTION 3 SOLUTION 4

1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0

0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0

0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1

0 0 0 0 0 0 0 1 0 0 0 0 0 1 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0 0

0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 1 0 0 0 0 0

0 0 0 1 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0

0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0

0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0

Submit only the one-line, 8 digit representation of each solution as described earlier. Solution #1 below indicates that there is a queen at Row 1, Column 1; Row 5, Column 2; Row 8, Column 3; Row 6, Column 4; Row 3,Column 5; ... Row 4, Column 8.

Include the two lines of column headings as shown below in the sample output and print the solutions in lexicographical order.

Print a blank line between datasets.

## Sample Input

1

1 1

## Sample Output

SOLN COLUMN

# 1 2 3 4 5 6 7 8

1 1 5 8 6 3 7 2 4

2 1 6 8 3 7 4 2 5

3 1 7 4 6 8 2 5 3

4 1 7 5 8 2 4 6 3

### 868 - Numerical Maze

Time limit: 3.000 seconds

**Numerical maze**

**Background**

   No one knows who is the creator of the first maze (or labyrinth), but all sorts of mazes can be found almost everywhere and some of them have been built long time ago. The most famous maze is maybe the one in Crete, drawn and built by Daedalus for the king Minos, a place where it is believed the Minotaur (a monster with the head of a bull and the body of a man) was kept, feeding on human flesh, until destroyed by Theseus.  
   The following figure illustrates a kind of maze.
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**Figure 3.1** - The maze

**Problem**

   Are you able to find a path that takes you from the start to exit of the maze? You are only allowed to move horizontally or vertically diagonal movements are not permitted. The path consists of subsequences obeying to the following rule: **1; 1,2; 1,2,3; 1,2,3,4;**and so on. Subsequences may include changes of direction.  
   The problem you have to solve is to determine an entry point and a path that takes you to the exit point, for a given maze. The start point is always a cell in the top row of the maze (with the value 1!) and the exit point is always a cell in the last line of the maze.

**Input**

The input begins with a single positive integer on a line by itself indicating the number of the cases following, each of them as described below. This line is followed by a blank line, and there is also a blank line between two consecutive inputs.

   The first input line contains two positive integers **N** and **M** for the number of rows and columns of the maze, respectively. Each of the N subsequent lines contains the M cell values, separated by single spaces. Cell values are greater or equal to 1.

**Output**

For each test case, the output must follow the description below. The outputs of two consecutive cases will be separated by a blank line.

   Two lines, the first with the coordinates, row and column, of the starting cell, and the second with the coordinates of the exit cell. If there are several solutions, print the one with lexicographically smallest starting point. If still a tie, print the one with lexicographically smallest ending point.

**Sample Input**  
1  
  
10 11  
1 6 5 2 1 1 2 3 2 1 4  
1 2 6 3 2 1 1 3 4 5 6  
1 2 3 2 1 3 2 5 6 4 2  
2 3 1 2 2 3 3 4 5 2 1  
3 4 2 3 4 5 3 2 1 4 2  
4 3 4 4 5 6 4 3 2 5 3  
5 4 2 1 2 3 4 4 3 6 4  
6 5 3 2 3 4 5 5 4 1 1  
1 6 4 3 5 5 6 6 1 2 3  
2 1 5 1 6 6 1 2 2 3 4

**Sample Output**  
1 6  
10 3

### 735 - Dart-a-Mania

Time limit: 3.000 seconds

## Description of the Game

The game of darts has many variations. One such variation is the game of **301**. In the game of 301 each player starts with a score of 301 (hence the name). Each player, in turn, throws three darts to score points which are subtracted from the player's current score. For instance, if a player has a current score of 272 and scores 55 points with the three darts, the new score would be 217. Each dart that is tossed may strike regions on the dartboard that are numbered between 1 and 20. (A value of zero indicates that the player either missed the dartboard altogether or elected to not throw the dart.) A dart that strikes one of these regions will either score the number printed on the dartboard, double the number printed, or triple the number printed. For example, a player may score 17, 34, or 51 points with a toss of one dart that hits one of the regions marked with a 17. A third way to score points with one dart is to hit the BULLS EYE which is worth 50 points. (There is no provision for doubling or tripling the bull's eye score.)

The first player to reduce his score to exactly zero wins the game. If a player scores more points than his/her current score, the player is said to have ``busted" and the new score is returned to the last current score.

## Problem Statement

Given a player's current dart score, write a program to calculate all the possible combinations and permutations of scores on throwing three darts that would reduce the player's score to exactly zero (meaning the player won the game). The output of the program should contain the number of combinations and permutations found.

For example, if the player's current score is 2, then there would be two combinations and six permutations. The combinations would be: 1) obtain a score of 2 on any one dart and zero on the other two, and 2) obtain a score of one on two different darts and zero on the third dart. The order in which this is accomplished is not important.

With permutations the order is significant; therefore the six permutations would be as follows:

**Dart 1:**

2 0 0 1 1 0

**Dart 2:**

0 2 0 1 0 1

**Dart 3:**

0 0 2 0 1 1

**Note:** The program doesn't print out the actual permutations and combinations, just the total number of each.

## Input

The input file contains a list of integers (each ![$\le 999$](data:image/gif;base64,R0lGODlhMQAeAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAxAB4AQAT+cMlJq7044zYc0hMBCFIDMItILiajludFPHRdG2Cu73y/P4rCJQDADQYTohG5UC6OOkLCIWhgDLhmUYKVOLvarG9MLpvP6B6nkMgYRhNA+71ayOnxNiZRGFhBDQwCAQIATIGDhUiIhIY+YhQMCg8DBQQTkpSWEpmVl2mgoaKjpKVpfxYPAoOfEqqsE68BrSAGAwcfFwcKrlsLu704wAsPvhcGDAUBIMV1js1xA9ASjqm7qCAFQgsJMQvaEt0o4NzeGQIOA7RXBiZ6XO1yE1juOwQBwxUAABJ9cfzfmOzrxwQUAgEPLBxMSGGhBgQMIkqUWNCUxYsYM2rcyLGjhggAOw==)), one per line, that represent several players' current scores. A value of zero or less will signify the end of the input file.

## Output

For each positive integer in the input file, 2 or 3 line(s) will be written to the output file.

If the score can be reduced to zero, your program should write the lines:

NUMBER OF COMBINATIONS THAT SCORES *x* IS *c*.

NUMBER OF PERMUTATIONS THAT SCORES *x* IS *p*.

where *x* is the value of the player's score while *c* and *p* are the total number of combinations and permutations possible, respectively.  
If it is impossible to reduce the player's score to zero, write the line:

THE SCORE OF *x* CANNOT BE MADE WITH THREE DARTS.

After the line(s) above are printed, your program should write a line of 70 asterisks to separate output for different scores. The message ``END OF OUTPUT" should appear at the end of the output file.

## Sample Input

162

175

2

68

211

114

-100

## Sample Output

NUMBER OF COMBINATIONS THAT SCORES 162 IS 7.

NUMBER OF PERMUTATIONS THAT SCORES 162 IS 28.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

THE SCORE OF 175 CANNOT BE MADE WITH THREE DARTS.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

NUMBER OF COMBINATIONS THAT SCORES 2 IS 2.

NUMBER OF PERMUTATIONS THAT SCORES 2 IS 6.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

NUMBER OF COMBINATIONS THAT SCORES 68 IS 187.

NUMBER OF PERMUTATIONS THAT SCORES 68 IS 1056.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

THE SCORE OF 211 CANNOT BE MADE WITH THREE DARTS.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

NUMBER OF COMBINATIONS THAT SCORES 114 IS 82.

NUMBER OF PERMUTATIONS THAT SCORES 114 IS 445.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

END OF OUTPUT

### 341 - Non-Stop Travel

Time limit: 3.000 seconds

|  |
| --- |
| **Non-Stop Travel** |

David hates to wait at stop signs, yield signs and traffic signals while driving. To minimize this aggravation, he has prepared maps of the various regions in which he frequently drives, and measured the average delay (in seconds) at each of the various intersections in these regions. He wants to find the routes between specified points in these regions which minimize his delay at intersections (regardless of the total distance he has to drive to avoid delays), and has enlisted your assistance in this effort.

## Input

For each region, David provides you with a map. The map data first identifies some number of intersections, *NI*. The regions never include more than 10 intersections. The intersections in each region are numbered sequentially, starting with the number one (1). For each intersection, in turn, the input then specifies the number of streets leading away from the intersection, and for each such street, the number of the intersection to which the street leads, and the average delay, in seconds, that David encounters at that intersection. Following the data for the last intersection in a region there appear the numbers associated with the intersections where David wants to start and end his drive. The entire input consists of a sequence of maps, followed by the single integer zero (0).

## Output

For each region, in order, print a single line of output which contains the region number (they, too, are sequentially numbered, starting with 1), a list of the intersection numbers David will encounter in the route with minimum average delay, and the average number of seconds he will be delayed while travelling this route. A suitable format is shown in the example below.

## Notes

1. There will always be a unique route with the minimum average delay in each region.
2. A street from intersection *I* to intersection *J* is one-way. To represent a two-way street from *I* to *J*, the map must also include a route from intersection *J* to intersection *I*.
3. There will never be more than one route directly from intersection *I* to intersection *J*.

## Example

Suppose David wants to travel from intersection 2 to intersection 4 in the region shown in the following map:

+---------------+ From To Delay

| V 1 3 3

1<------2------>3------>4<------5 1 4 6

| | ^ ^ 2 1 2

| +---------------|-------+ 2 3 7

| | 2 5 6

+-----------------------+ 3 4 5

5 4 7

The input and output for this example is shown as the first case in the Sample Input and Sample Output shown on the next page.

## Sample Input

5

2 3 3 4 6

3 1 2 3 7 5 6

1 4 5

0

1 4 7

2 4

2

1 2 5

1 1 6

1 2

7

4 2 5 3 13 4 8 5 18

2 3 7 6 14

1 6 6

2 3 5 5 9

3 6 2 7 9 4 6

1 7 2

0

1 7

0

## Sample Output

Case 1: Path = 2 1 4; 8 second delay

Case 2: Path = 1 2; 5 second delay

Case 3: Path = 1 2 3 6 7; 20 second delay